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ABSTRACT
The problem with legacy systems in the age of digital transformation is that they are most of their 
enterprises and public sector services passing pipes, and the technology that serves as their back bone 
is most of the time too old and outdated to grow, as all of us know that most of their enterprises are 
growing, not only they but also so are the public sector services. This paper presents the urgent demand 
for updating these systems, advocating for moving relational databases to modern platforms. The 
characteristics of legacy systems are addressed, what motivates such transformation, several reengineering 
strategies such as rehosting, replacing, mitigation, and retargeting. The data migration strategy along 
with best practices for a successful execution is provided along with a complete overview of database 
migration processes (including schema translation and data transformation). The paper also brings up 
that advanced technologies such as the advanced message queuing protocol and DevOps practices play 
a positive part in smoothing the migration process. It analyzes the various migration approaches, that is, 
rehosting, refactoring, rebuilding, replacing and their cost, risk, alignment to organizational goals, and 
so forth. Through this study, it strives to provide the companies with the strategic framework for their 
realization of legacy infrastructure replacement, which should be of scalable, secured, and ready for 
future technology advancements systems.

Key words: Cloud adoption, Database migration, Legacy systems, Modernization strategies, 
Reengineering, Server migration

INTRODUCTION

Legacy systems are important, but fundamental 
systems, and these are not easy to keep up with 
the needs of current applications. With the rise of 
cloud-based and moving to completely distributed 
and artificial intelligence (AI)-powered platform, 
there is no room for less efficient database migration 
strategy.[1,2] Legacy databases, typically rigid, 
monolithic, and resource-intensive, pose significant 
challenges in terms of performance, integration, 
and maintainability.[3] Migrating these systems to 
modern environments enables organizations to 
harness enhanced scalability, improved security, 
real-time analytics, and operational efficiency.
Moving data from the source relational database 
(RDB) to the target RDB, including data 
transformation and schema translation, is known 
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as RDB migration. Legacy migration has been 
the foundation of several solutions since 1990. 
Many software companies developed their 
own migration process solutions for their key 
products as information technology developed.[4] 
The main reason for the migration is to turn the 
current system into a developed system that meets 
the needs of the business. The next problem is 
redefining the current storage and database system 
in terms of hard-to-understand code.[5,6] There is 
a rule in the business that during the migration, 
the source and target databases will often have 
different structures or data will not match up 
across multiple data sources. Due to this issue, 
many studies and the creation of migration tools 
have continuously come up with a full answer 
for the data migration methodology for migration 
projects. The whole process of moving a database 
is broken up into several steps that are done one at 
a time. With this method, the database migration 
takes into account the number of rows, columns, 
and other information from the source database.
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Legacy tools are also used to help the government 
provide services to the people. The methods that 
have changed over time are still used because 
they are good for business in the public sector.[7] 
It keeps years of data that are needed for daily 
operations and important tasks for public 
administration. But because technology changes 
so quickly, it’s harder for the government to use 
these tools. People in the public sector now want 
to access information across organizations and 
countries, but old methods cannot keep up. People 
have pointed out that these systems make it harder 
for the government to come up with new ideas that 
are needed to keep up with changes in technology 
around the world.[8] As a result, these systems 
need to be improved so they can keep helping the 
public sector provide services.
The old programs were created using technologies 
such as mainframes, SAP, and others, and they 
still do important work for a business.[9] There 
have been big changes in technology lately, so old 
systems need to be replaced with new ones so that 
business applications can be made.[10] On the other 
hand, there is operational risk that could hurt the 
whole system if it is not handled well.

Structure of the Paper

The structure of this paper is as follows: 
Section II, understanding legacy systems and 
modernizing. Section III discusses the need for 
database migration, highlighting the benefits of 
transitioning from legacy databases to modern 
systems. Section IV presents the different 
strategies and tools available for migrating legacy 
systems. Section V reviews literature and case 
studies. Section VI: Conclusions with findings 
and future research directions.

UNDERSTANDING LEGACY SYSTEMS 
AND MODERNIZING

Legacy systems are outdated technologies that still 
perform critical business functions but are built on 
obsolete platforms. They often come with issues 
such as high maintenance costs, limited scalability, 
and security risks. Despite this, organizations 
continue to use them because they hold valuable 
data and support key operations. Modernizing 
these systems means upgrading, transforming, 
or replacing them to align with current business 

needs. This improves performance, enhances 
security, and allows integration with modern 
tools. The push for modernization is driven by 
digital transformation, cloud adoption, customer 
expectations, and regulatory compliance. Choosing 
the right approach, whether rehosting, refactoring, 
rebuilding, or replacing, depends on the company’s 
goals and resources. Effective modernization helps 
that businesses become more agile, efficient, and 
future-ready while reducing operational risks.[11]

Definition and Characteristics of Legacy 
Systems

A legacy system is an old or out-of-date piece 
of technology, software, or hardware that an 
organization still uses because it still does what 
it was made to do.[12] Systems that are too old are 
usually not supported or managed anymore, and 
they cannot be improved much.
•	 A legacy system is outdated technology or 

software still in use because it fulfills its 
intended function

•	 These systems are often difficult to replace 
due to their critical role in operations, lack of 
documentation, and intertwined dependencies

•	 Over time, multiple changes by different 
personnel make system comprehension harder

•	 IT managers must evaluate which legacy 
systems are essential and how much 
maintenance or replacement they require to 
reduce operational risks.

Reengineering Strategies for Upgrading 
Legacy Systems

Using different reengineering processes to replace 
and update old systems with new software-based 
solutions.[13]

1. Re-hosting
 This is called “re-hosting,” and it means using 

old software on a new server without making 
any changes. This will lower the cost of 
keeping old gear running.

2. Re-placing
 Once an existing system cannot meet all of an 

organization’s needs, replacement methods 
are used. Rewriting old software or adding 
new features to it is how replacement is done 
in software legacy systems. This program has 
been used before and works well.
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3. Mitigation
 New versions of software will have new 

features added to them to fix bugs in older 
versions. This method is called reduction. This 
is a way to move old systems to environments 
that are more flexible.[14]

4. Re-targeting
 The legacy system is being changed into a new 

system with some extra features and functions. 
Making a new hardware platform out of a 
system platform.

Transition from Legacy System to New System

Modernizing legacy systems is a strategic 
necessity for businesses striving to remain 
competitive, scalable, and secure in a technology-
driven world. The process involves migrating to 
a new system that overcomes the shortcomings 
of legacy infrastructure while ensuring minimal 
disruption to existing business processes.
Modernizing a legacy system means making 
old software and programs work with today’s 
technology and business needs, as shown in 
Figure 1. This does not always mean that the 
running systems or apps will change. Most of the 
time, old hardware is what gets in the way, which 
makes it easy for business-critical apps to fail.
•	 Modernization improves these systems 

by moving old ones to new platforms. Its 
benefits include streamlining IT processes, 
lowering maintenance costs, and improving 
performance.[15]

•	 These changes also improve the systems’ ability 
to work with new technologies. Modernizing 
businesses prepares them to use new technologies 
such as AI, big data, and cloud computing.

Need for Modernization

This is one of the most common ways to update 
an app, and it’s also the simplest way to make 

sure that the product will keep working for years 
to come. It requires moving the system (usually 
by re-hosting it using cloud solutions) and making 
a few small improvements. This includes making 
changes to the user interface (UI) and user 
experience (UX), improving speed, and moving 
the database. However, this method has some 
problems. The main business logic and design do 
not change much because these kinds of changes 
need a more invasive method. If the product’s 
technology stack is pretty new and does not pose a 
threat to its future growth, modernization may only 
require a few small fixes or improvements. This 
could mean optimizing the design or refactoring 
the code.[16] No major changes were made to 
the product’s business logic or UX when it was 
updated or its speed was improved. New features 
can be added to an existing product as soon as it is 
suitable. These could be modules built just for it or 
connections from a third party.

DATABASE MIGRATION: AN OVERVIEW

Moving a current database application to a different 
database management system (DBMS) or service 
provider is called database migration. Existing data 
are exported from the current DBMS and added 
to the new DBMS during this process. Although 
the migrated database will probably have the same 
data, the way it works with it will probably be 
different,[17] This is especially true when moving 
from very old systems or systems built on different 
technologies, or when the new database was not 
designed with the users in mind.[18]

Data Migration Strategy

A clear plan for moving data from one system to 
another should include dealing with legacy data, 
finding source data, and working with targets that 
are always changing, making sure data quality 
standards are met, coming up with the right project 
methods, and learning general migration skills.[19]

The primary factors and inputs for creating a data 
migration strategy are as follows:
•	 Plan for making sure that the migrated data are 

correct and full after migration
•	 Iteratively moving a logical group of data is 

possible with agile concepts
•	 Plans to deal with the problems that come with 

the quality of the source data right now as well Figure 1: Migration from legacy system to new system
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as the quality standards that the target systems 
expect[6]

•	 Plan and set up a migration system with the 
right checkpoints, controls, and audits so that 
errors and broken accounts can be found, 
reported, fixed, and closed

•	 A way to make sure that the right things are 
matched up at different stages to make sure 
that the migration is finished

•	 A way to pick the best tools and platforms for 
the tricky nature of migration.[20]

Best Practices for Successful Migration

A good move from older databases to Microsoft 
SQL server using SQL server migration assistant 
(SSMA) is more complicated than just following 
the steps of the move. There must be best practices 
that are followed to ensure efficiency, lower risks, 
and increased profits. Consider these important 
best practices as it moves.[21]

•	 Comprehensive pre-migration assessment: 
Before starting the transfer, it should carefully 
examine the current database setup. This 
includes things like knowing what the current 
database layout is, what other parts depend on 
it, and how to avoid potential problems

•	 Start with a pilot project: Before committing 
to a full-scale project, this might want to 
start with a trial migration to lower the risks. 
Choose a database that is not very important or 
a smaller amount of data to move first[22]

•	 Optimize the target environment: Before it 
moves the data, ensure that the target SQL 
server environment is optimized for speed and 
scalability

•	 Focus on data integrity: Data integrity is very 
important during any transfer. Use the data 
validation tools in SSMA to make sure that all 
the data are moved correctly and that there are 
no problems between the old system and SQL 
Server.

Advanced Message Queuing Protocol (AMQP)

The publish-subscribe paradigm, as described 
by OASIS, is what AMQP is based on. It is an 
open standard protocol that lets a lot of different 
applications and systems work together, even if 
they are not built the same way. It was first created 
for business messaging with the goal of providing 

a non-proprietary solution that could handle a lot 
of message exchanges that could happen quickly 
in a system.[23]

•	 This AMQP interoperability function is 
important because it lets platforms that are 
written in different languages send and receive 
messages. This can be especially helpful in 
heterogeneous systems. The two versions 
of AMQP, AMQP 0.9.1 and AMQP 1.0, are 
very different from each other and use very 
different ways to send messages.[24]

•	 The publish-subscribe paradigm is used by 
AMQP 0.9.1. It is based on the exchanges and 
the message queues, which are two important 
parts of an AMQP broker. The exchanges are a 
part of the broker that guides the messages that 
come in from writers.[25]

MIGRATION APPROACHES, 
CHARACTERISTICS, AND STRATEGIES

Methods to move old systems to newer platforms, 
like the cloud or newer architectures. The three 
approaches of rehosting, refactoring, rebuilding, 
or replacing have their own trade-off definition 
in terms of complexity, costs, risk, and time.[26] 
The rehosting is quick and the risk is minimal, 
whereas rebuilding or replacing brings more long-
term benefits but demands more investment. That 
comes down to factors like system performance, 
scalability, and budget, as well as business needs, 
as to what strategy to choose. A good migration 
strategy causes little perturbation, is flexible, 
and plays to companies’ digital transformation 
requirements by being synchronized to modern 
business objectives.[27] There are different migration 
techniques that use different.

Characteristics of Migration Approaches

There are a large number of critical characteristics 
that govern the selection of a suitable approach to 
migrating legacy systems and they vary based on 
the approach. The characteristics of these qualities 
assist in the organization’s ability to manage cost, 
risk, performance, and business continuity against 
during the transformation process.
•	 Complexity: Depending on the chosen 

approach, migration is a complex process. 
Rehosting requires fewer changes as it is just 
changing the host, whereas rebuilding requires 
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more changes as it involves redesign and 
development[2]

•	 Cost: The method will vary the cost. However, 
rebuilds or replacements are very expensive 
due to the requirement of new development 
and testing and rehosting is cheaper

•	 Risk level: The chances of risk are different 
for rehosting carries low risk since it preserves 
the system as it is, but rewriting exposes to 
risk on codes, which may involve mistakes[28]

•	 Time to implement: Rehosting and 
encapsulation of the request are faster, 
execution wise. Due to redevelopment needs, 
rebuilding or replacing a system takes more 
time

•	 Scalability: Modernized systems are more 
scalable. System approaches involving code 
or architecture upgrades improve the system’s 
ability to handle increasing demand[29]

•	 Performance improvement: Some methods do 
not boost performance immediately. Rehosting 
will have no impact on performance, but 
refactoring and refactoring tends to improve 
performance

•	 Business continuity: Approaches such as 
rehosting and encapsulation ensure minimal 
disruption. Full replacement may temporarily 
affect ongoing business operations

•	 Integration capability: Modern systems 
integrate easily with application program 
interface (APIs) and cloud tools. Legacy 
systems often need additional tools or custom 
connectors to work with new technologies[30]

•	 Security enhancements: Migration allows 
implementation of modern security standards. 
Older systems are more prone to vulnerabilities 
and lack updated protections.

Legacy System Modernization Approaches 
and Strategy

Modernizing old systems helps businesses stay 
competitive, efficient, and ready for the future. 
Let’s look at the best ways to update old systems 
that people who make decisions should think about.

Rehosting or lift and shift
Rehosting, also known as “Lift and Shift,” is 
the process of moving parts of a program to a 
different infrastructure (like the cloud or on-

premises) without changing the code or features. 
A new system is only put in place for the hardware 
platform below.[31] Applications from the past will 
still work the same way they do now. People often 
use this method to quickly move old apps to the 
cloud and take advantage of its benefits without 
having to change the code.

Refactoring or re-architecting
Moving and improving the current code without 
changing how it works is a traditional way 
to update an old system. It is easier to adapt to 
new situations when refactoring a system. These 
steps should be used by companies moving from 
containers to microservices. Things change in 
big and small ways. However, they all make the 
system stronger.[32]

Rebuilding or rewriting from scratch
The process of rewriting means making a new 
application from scratch while keeping the old 
system’s needs and functions. Due to this, current 
frameworks, codes, and tools can be used.[33]

Encapsulation
Encapsulation lets it reuse key system parts while 
getting rid of old code. These parts are linked to 
new access levels through APIs.[34] This way of 
updating old software gives current parts a new 
look and feel using the app’s features. Some parts 
may need more work than others, so it is important 
to plan ahead. Encapsulation works well if all 
these want to do is change the interface.

API
API modernization makes it possible for old 
systems to connect to and use new services and 
apps. It adds to the features of an old system 
without making big changes to the code. The 
process is not always easy. There are easy and 
complex interfaces.[35]

Cloud Migration
Apps and data are moved to cloud technology 
when old systems are moved to the cloud. This 
cuts costs and makes it easier to grow and change. 
It often makes the machine run faster. Depending 
on what the system needs, the change can happen 
slowly or quickly.[36]
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Service-oriented architecture (SOA)
SOA breaks down old systems into smaller 
services that can be used again and again. These 
can be built, put into use, and kept up to date 
individually. SOA makes systems more adaptable 
and scalable. It makes it easier to connect to other 
services. How hard it is to implement depends on 
the size and layout of the system.

Buying a new application
Finally, getting a new application is another 
good way for businesses to update an old system. 
They can replace the old system with the new 
application. In this method, it picks a solution and 
replaces it with the current program.

LITERATURE REVIEW

This section discusses the previous research on 
Database Migration Approaches for Transitioning 
Legacy Systems. Table 1 provides a summary of 

key studies on database migration approaches 
for legacy systems, highlighting methodologies, 
findings, and associated challenges. It offers 
insights into various frameworks, strategies, and 
practical applications across domains.
Althani and Khaddaj suggested that quality be 
built into the transfer process, which would have 
a big effect on risk and cost. This paper does a 
systematic review of different ways to update 
old systems, ranging from easy wrapping to 
full migration. When choosing a moderation 
approach to meet the needs of the migration, the 
quality aspects of the process need to be taken 
into account. To cut costs and make them more 
flexible, they need to be updated and moved to 
new technological settings.[37]

Wijaya and Akhmadarman to help with the data 
migration process, the suggested framework 
includes algorithm migration, model migration, 
and migration schemes. The proposed framework 
can move data in the real operating world after it 
has been tested and evaluated. To fix this problem, 

Table 1: Literature review on database migration approaches for transitioning legacy systems in advanced applications
References Study on Approach Key findings Challenges and 

limitations
Future work

Althani and 
Khaddaj 
 (2017)[37]

Quality integration 
in legacy system 
migration

Systematic review 
of modernization 
strategies (wrapping to full 
migration)

Emphasizes 
considering quality 
aspects in selecting 
a migration 
strategy to reduce 
cost and risk

Quality factors are 
often overlooked; 
they require a tailored 
strategy for each case

Develop adaptive 
frameworks that 
incorporate quality metrics 
dynamically into migration 
decision-making

Wijaya and 
Akhmadarman 
 (2018)[38]

Development of a 
general data migration 
framework

Framework with algorithm 
migration, model 
migration, and migration 
schemes

Provides complete 
stages of data 
migration; validated 
in operational 
environment

Existing frameworks 
lack completeness; 
general frameworks 
still need real-world 
robustness

Extend framework 
testing across varied 
industry scenarios to 
enhance robustness and 
completeness

M’Baya et al. 
 (2017)[39]

Assessment of legacy 
systems using quality 
metrics

Legacy System Assessment 
Conceptual Framework 
with tools

Helps maintainers 
choose 
modernization 
strategies using 
quality indicators

Full project lifecycle 
must be addressed; 
integration of the 
toolkit into the process 
can be complex

Streamline toolkit 
integration into standard 
software engineering 
workflows and lifecycle 
models

Khan et al.  
(2020)[40]

Secure cloud 
migration of industrial 
control systems

Minimal interruption, 
cloud-based migration 
framework

Suitable for 
real-time systems; 
ensures safety and 
continuity

Needs further 
validation in 
diverse industrial 
environments

Conduct real-world testing 
across various critical 
infrastructure domains for 
broader applicability.

Preti et al.  
(2021)[41]

Gradual migration 
of public safety 
legacy systems to 
microservices

Database sharing 
strategies during 
monolith-to-microservice 
transition

Demonstrates 
co-existence and 
gradual migration 
benefits

Complexity in 
managing shared 
databases during 
transition

Investigate advanced 
data synchronization and 
management techniques 
during transitional phases.

Schnappinger and 
Streit
 (2021)[42]

Cost-effective 
modernization with a 
limited budget

Custom transportation and 
alternative strategy under 
constraints

Enables legacy 
language migration 
without full 
re-engineering

Strategy selection is 
still a challenge due 
to budget, technical, 
and business 
constraints

Explore intelligent decision 
support systems for 
strategy recommendation 
under multi-constraint 
environments.

Martens et al.  
(2018)[43]

Scalable data 
decomposition for 
large-scale healthcare 
migration

Splitting monolithic data 
into independent tranches

Efficient for 
large-scale 
systems; applied 
in the healthcare 
sector migration

Technical and 
cost constraints in 
decomposing and 
migrating huge 
datasets

Research automation tools 
and heuristics for scalable 
and cost-effective data 
tranche decomposition.
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they need a general migration system that covers 
all the steps of moving data. To help with moving 
data, many systems have been made. By providing 
a general data migration framework, the study 
results will help companies or developers who 
need help moving data.[38]

M’Baya et al. based on quality measure, a 
legacy system assessment conceptual framework 
(LSACF). To assist maintainers in the evolution 
process, LSACF provides a plan that includes a 
methodological approach and a functional tool. 
Another common problem for large businesses is 
updating old systems. Businesses need to update old 
systems and perform proper modernization because 
technology is changing so quickly. To adequately 
choose a modernization strategy and create an 
effective evolutionary system, it is necessary to 
look at the whole modernization project.[39]

Khan et al. offer a way for old industrial control 
systems to be moved to the cloud in a way that 
is both smooth and safe. It checks to see if the 
cloud can handle the real-time needs of control 
operations without putting system safety at risk. 
The suggested method is meant to keep industrial 
processes running as smoothly as possible during 
the cloud migration process, and it provides a 
general framework that can be used in various 
industrial sectors. Experiments with the cloud 
migration method look good for systems that need 
to work quickly, like synchrophasor technology.[40]

Preti et al. describe the transition plan that the 
Public Safety Secretariat of Mato Grosso is 
using to change its old, single-piece systems to 
a microservices-based design. Even though there 
are already standards for microservice projects, it 
is hard to find reports on how to successfully move 
from a monolithic architecture to a microservice 
design over time. This is especially true when it 
comes to splitting and separating legacy databases. 
Their findings when they used the database 
sharing techniques and migration process outlined 
in this paper during a time when monoliths and 
microservices lived together.[41]

Schnappinger and Streit to make things clearer 
explain why the current transfer plans did not 
work and suggest a different approach, keeping 
in mind the limited moving funds. The old code 
is instantly translated to a different programming 
language by custom translation. The economy 
depends on old software systems, but they are 
known to be expensive to run and keep up to date. 

Modern technology or languages are often used 
to move these kinds of systems in order to cut 
down on costs. Many transfer plans exist, but it is 
still hard to pick the best one or set of plans when 
there are technical, economic, and business issues 
to consider.[42]

Martens et al. show a way to decompose data 
in which the whole volume of data in a single 
business IT application is split into separate data 
migration chunks. The method for moving data 
explained here is being used in one of the biggest 
healthcare data migration projects in Europe right 
now. It involves millions of customer records. 
New enterprise IT applications must finally take 
the place of old ones, both because they are more 
cost-effective and better at what they do. Moving 
data is an unavoidable part of making this move.[43]

CONCLUSION AND FUTURE WORK

Modernizing legacy systems and executing robust 
database migration strategies have become critical 
imperatives in today’s digital-first enterprise 
landscape. As demonstrated, legacy systems, 
despite their foundational roles, are often barriers 
to innovation due to their rigid architectures, 
outdated technologies, and high maintenance costs. 
Migration of RDBs is a complex and multi-phased 
process. However, it ensures that organizations fall 
in line with modern IT infrastructure, including the 
cloud native and smart one. Rehosting, replacing, 
mitigation, and re-targeting are practical ways 
of system modernization under reengineering 
approaches. Thorough pre-migration assessment, 
pilot testing, and ensuring data integrity tools 
such as SSMA all lower the risk and increase the 
success rate of migrations. As an extension to it, the 
integration of interoperable messaging protocols 
like AMQP makes the communication seamless 
after migration across diverse systems; thus, the 
extent of modernization is expanding. Legacy 
modernization as well as database migration not 
only aid in operational efficiency and scalability 
but also play an instrumental role in establishing 
a strong base for the digital transformation. An 
approach to move from obsolete systems to 
future-ready platforms with minimal disruption 
can be done by looking back with structured 
methodologies and best practices.
The understanding and analysis of legacy 
systems could be automated so that migration 
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projects would consume less time and money in 
future research on database migration. Finally, 
still further automating the migration process 
is the development of intelligent tools that are 
based on AI and machine learning for schema 
translation, data transformation, and anomaly 
detection. Moreover, database environments 
in modern times are becoming increasingly 
complex and comprise several other factors which 
should be taken into account during a database 
migration. For example, data security during a 
migration needs to be robust, and interoperability 
between heterogeneous systems also has to be 
enhanced, with database migration being cloud-
based. Organizations will benefit from further 
advancements that make the process of migration 
more efficient and resilient, perfectly adapting to 
the needs of those organizations.
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